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Abstract New types of software testing tools are often created by research organisations. The development is done in collaboration with companies. However, the dissemination of the results is often lacking and the created prototypes may even be neglected and not turned into tools available for the industry. This is influenced by current project models that do not form a continuum for the development of a sufficient community of committed practitioners. The prototypes created are also usually not of sufficient quality technically or from the viewpoint of practical use to invite productising. Dissemination and productising could be improved by new modes of collaboration during the research project in which practitioners will be integrated with the development from early on and would form a community with the researchers, much like in the case of open source development. The article presents such model for discussion and presents the rationale for it. Also, the roles and competences of the participants are discussed. The benefits for the model include voluntary involvement of interested and motivated practitioners, good exchange of ideas between research and practice, rapid testing of ideas, rapid prototyping of the tools, and getting development skills into the project early on. Furthermore, by forming a seed for a community that the ownership of the tool could be later transferred to, it would bring the tool to market in a community fashion, and at the same time open opportunities for commercial productisation.
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1. Introduction

Constructive research (Crnkovic 2010), where research is aiming to produce new tools, e.g. testing tools for the practitioners, is an important part of academia-industry collaboration. There is a need for researching new approaches and testing technologies to handle the complexity of new technological systems or to create testing tools that are more productive than the last generation. Of course, any such work that aims in producing tools or at least prototypes or specifications for tools must be carried out in collaboration with the industry that will be using the tools, because it is the suitability of the tool designs and implementations that measure the validity of the approach and the value of the theoretical ideas. As a goal of disseminating the new ideas to the industry and almost every project of constructive nature aims to produce a good starting point for that: perhaps a prototype that could be developed into an industrial grade product or an open source offering that others could start developing further.

However, the projects will not often produce readiness for productising or actions toward it. In this article, we will look into some of the reasons for that and analyse common project structures, implementation and dissemination strategies and propose a new model for the projects that has as its core the idea of integrating a community of practitioners into the research project. The model presented includes the general architecture of a research project, the flow of dissemination, the roles of the participants, but will not include specifications for e.g. the development lifecycle used or its practices, though they are expected to be based on principles of agile software development.
The paper is reflective in its nature and based on the experiences of the authors and their colleagues. We don't aim to give hard proof or statistics on anything, but to bring the essential elements of our research and the changing environment into discussion and to give ideas for the research projects of coming years. The ideas are based on the authors’ personal experiences in projects of this kind as a researcher and as a steering group representative of a company (a testing house) and discussions about the issues with researcher colleagues who have participated in the same projects, such as the development project of model based testing toolset TEMA (Tampere University of Technology 2012) and the project for developing a robot assisted testing platform (Tampere University of Technology 2013). Those experiences have led to the thinking that there could be possibilities for improving the basic models of carrying out constructive research.

The main thesis of the article is that the development and dissemination of tools created in constructive research could be based on a project model that is built around the idea of integrating a user (tester) community in the project from the beginning. That is a new idea for research projects, but communities are widely used in the development of open source software, so there are plenty of experiences available for making it work. Unique in the research setting is the need to include in the whole the hard core of scientific research and the practical development and testing done by the community of industrial practitioners. If and when that can be made to happen, the resulting project work should be productive and satisfying from the viewpoints of both academia and industry. Perhaps most importantly, the proposed model begins, besides design and implementation of the tool, its dissemination very early and thus organically builds on the visibility and reputation of the tool, making it attractive for a growing user base.

The article is structured as follows. In Chapter 2 we present the basic setting for constructive research and what the role of research institutes is in it. In Chapter 3, the current project structures are described and analysed for their characteristics regarding dissemination and productisation. In Chapter 4, a new approach is presented that is based on using a community of practitioners to collaborate in the development, much in the way they work in open source software development, yet maintaining the integrity of the crucial theoretical research. The characteristics and expected benefits of the proposed model are analysed in Chapter 5, and Chapter 6 contains summarising discussion about the approach presented.

2. The role of research organisations in tool development

Constructive research is one form of scientific research, where theories are turned into working tools that provide a proof or concept for a new approach, preferably in a form that allows a clear route to its development into tools that can be used in practice. It has been understood that trying things is essential for the development of theories and communicating them to the society and industry requires prototyping and demonstration tools. In this sense, the work is also design science (Hevner & Chatterjee 2010) as it as part of the process researches how the implementations of the theoretical ideas should be designed.

Obviously, as the goal is to change the world with the new research results, the results should be disseminated to the industry. Indeed, the research does not only look for scientific results, but ways to make the world a little better, perhaps with new testing tools that would help improve the quality of technological systems.

There is "contract" in the society that this is a work for research institutes, as they specialised in research. Any new approach contains a risk that it might not work in practice. If there is no such risk, the approach is not worth researching. Such a risk is impossible to bear for most companies, with the exception of huge companies whose R&D units have university-like opportunities for researching new ideas. Generally, companies should not take such risks as the research is too far from their core business. Companies have tight budgets and just enough personnel to do their business, there is usually no time to do advanced tool development. New advances are also expected to be based on knowledge that has been built with long durations of research and collaboration with other research parties. Thus, there are many expectations for the research units. First, they are expected to generate and development knowledge and ideas that advance the state of art in the domain. They are also expected to validate those ideas so that the industry can trust them. To get the development of a practical tool started, the researchers are expected to create artefacts that the industry can use to begin in advancing practices, such as documents that describe the new knowledge and documents that describe the new suggested practices that are validated at sufficient level. Additionally, they are expected to produce tools and prototypes of sufficient maturity that can work as models or starting points for industrial-grade tool development.
In general, there is a traditional "social contract" that set the roles of industry and academia in the advancement of technology. This setting is based on a world-view originated in mathematics and physics, where the world is seen as a "problem to be solved" in a laboratory. Obviously, the issues related to creating new testing algorithms is such, but developing tools for actual use, tools that could transform the world, requires seeing the world as a socio-technical system. It is a system where the activity of humans defines the "truths" and successes; the theoretical working of approaches is not sufficient. That requires a more intimate relation with the real activity in the actual activity systems of testing. That is why research institutes need to collaborate with the industry in the constructive research. There are many single motives for the collaboration, including the value of collaboration as such, the engagement of utilisers of research results and the validation of the approach. Practical reasons for the participation of companies include proving the commitment of industry to funding agency; without that there is little hope of getting funding. As the goals are of practical nature, the companies monitor and steer the research based on their knowledge of real needs of the industry and thus help in ensuring the applicability of research. An important element of collaboration is enforcing links between researchers and companies and networking people. The companies may also provide case studies where the ideas and tool prototypes can be assessed in real-life settings. In general, the companies expose the researchers to industry's needs, practice and thinking, which is essential in creating good tool concepts.

In an ideal case, the first domain of collaboration in product development of this kind is the fuzzy front end (see Koen et al. 2002) for the research, where there should be open ideation about the problem areas, applications, design characteristics, usage principles and so on. The fuzzy front end is a product development concept used in situations where new approaches are searched, and that should in many cases be the situation in research-led development that searches for unique, even disruptive innovations. In this kind of research the fuzzy front end, where there is chaos and where ideas flow freely, is still grounded in something: the new theory and the understanding that it could provide value if applied. In this phase it would be good to have very agile dynamism in finding where and how to apply the new theory (and where to test the prototypes), and that can only happen if there is good, open-ended collaboration between researchers and practitioners, while still keeping the "hard core" or research intact so that it will not be diluted in the wish of gaining fast benefits by shallow implementations. Scientific research works differently than other development paradigms on the fuzzy front end. Its main goal is to study the possibilities and opportunities for various disciplines in the target domain (such as software testing). The relevant disciplines include mathematics, computing science, computer science and formal logic. In addition to those, usability and user experience research and anthropology and organisational science have a lesser role. Also, domain specific disciplines are obviously utilised, of which in this case testing research has a central role. The researchers have responsibility to work mostly on the special disciplines, as they are supposed to be the experts on those. This is in contrast to traditional software development where the developers should be experts on the development process. In both situations, interaction with people who know the domain and its substance is needed to fill in the input in the non-expertise areas. That is where the end users are needed in the traditional development situations and the industrial practitioners are needed in the constructive research type of tool creation. In the collaboration, the theories and the "reality" represented by the practitioners are put into interaction where ideas and views are "bounced" and hopefully will lead into making sense of the opportunities, yet in the frame of the project's goals.

The next product development phase is the conceptual design phase, which should include planning of the overall approach of the software tool, defining the user stories or use cases it should support and forming a deeper understanding about the needs of the users. This is where the input from the practitioner is critical. Without that working properly, the tool has no basis and will fail to produce value. This is the phase where the agile development emphasises customer collaboration and where user research is highly recommended in all development approaches.

This phase will naturally lead into deeper design and implementation and testing of the tool, in an iterative and incremental manner. In this phase, the developers need to consider more practical issues such as interoperability with other tools and environments. Those are areas normally neglected by researchers working in isolation. Here is also a danger of misusing the researchers' ideas and turning the project into something it should not be: a productising project. That needs a change of the mindset and thus traditionally been a separate project altogether and done in a spin-off company or similar. Note that the researchers can also change their mindset and re-focus their skills when the context is clearly changed. Good development benefits from changes in context and mindset and thus, separate phases or domains of activity can be valuable.

Both parties, the researchers and the practitioners, need some critical elements for the collaboration to succeed. First, they need to have the competence related to their roles. They should have high motivation for the mission, the creation of a new tool of value. Finally, they need an opportunity to do their work, including having allocated time, a working environments, all necessary support, tools and information of various kinds. For a project to get funding, the researchers need to be, and therefore will be competent in the theoretic parts of the development mission. Their motivation may, however, be more aligned with the theoretical goals and that is again where the practitioners are an invaluable part of the whole. The practitioners will carry with them to the researchers the meanings and values of the real world, several kinds of information, and an opportunity to have empathy and association with the humans who later would use the tools. So the collaboration is not only "objective" and rational exchange of information, but a highly psychological process.
When the elements of collaborative tool creation are in place, there is an opportunity for developing a good tool prototype that all parties have urgency to see disseminated to the industry, either by commercialisation or by some community process.

The characteristics of tool creation are something that any organising model for constructive research should offer and now we shall look into some current models before looking into a suggestion for improvement.

3. Models of academia-industry collaboration in constructive research projects

In this chapter we look into how the constructive research is organised in Finland. For that, we describe the common organising models for the projects that are used in Finland, which can be expected to be quite similar in many other countries. As there are in the reality of various models that vary in detail, the models are approximate averages, based on the authors’ understanding of what elements are the most descriptive for the purposes of this article.

3.1 Roots in history

The basis for collaboration between research institutes and industry is laid in the national strategies for how research should be carried out, the instructions and guidance of the funding agencies, such as in Finland Tekes (Tekes 2015) and Academy of Finland (Academy of Finland 2015a) and in the researchers’ understanding of what could be feasible.

We have seen different ages in this thinking. The relevant ones in this context are the “traditional years” from 1990's to 2010, during which there was a stable view of how roles in research should be divided and how companies should produce and utilise innovations, and the years after that when the structures in industry and the whole society have changed. We will not look into those changes in detail, but the main factors are, as perceived by the authors:

- Faster changes. Research can’t spend many years in producing a new tool.
- Changing companies. Society is not built on large companies that have resources to implement the rough prototypes and raw ideas from research through their organisation structures, but need to have more ready-made tool infrastructure.
- Open source software. People are not expecting to spend thousands of euro per one workstation license for a tool, but expect to find free open source tools that they can use and share as needed.
- Communities. Software development has partly moved from companies to communities, where software (including testing tools) is created as a fast response to needs and either created further or neglected.
- More complex world. The world is not as simple as it was before. There is a diversity of cultures and needs and the development of tools needs to be sensitive to those and use the opportunities for development wherever a need and good environment emerges.
- The view of the essence of software tools has evolved. Software tools used to be considered sufficient if they performed their task technically, but today we understand that they also need to have good usability and produce good user experience. Even security should be considered when developing software development tools.

When the environment has changed, the ways of doing research that is in deep collaboration with the industry or aims to product tools for it, need to change also. After the traditional model of carrying out constructive research had been formed, much has been learned about how software development should be done, and those are critical things to consider. It is now generally understood that the research and development process should have agile characteristics, be faster than before due to the more dynamic environment, and consider more the overall quality of the resulting tools. Even though the end results are just prototypes, they need to enable trying and testing in real use scenarios, have sufficient usability and a user experience that produces a wish to use the tool. For the technological basis, they should have sufficient technical quality to enable further development easily. Those qualities need support both in the approach and goals for the research project, but also for the structures and processes used in the research and in the collaboration between researchers and industrial practitioners. Most importantly, it needs to be accepted that the researchers, who traditionally do the most design and implementation work, necessarily have skills and knowledge focused on their research issues. Thus, the process must have means to include the additional required skills of product development into the process in a fruitful way.
3.2 Traditional research project with research unit and industry partners

In this section, we present the process of a typical traditional research project with research unit and industry partners, first as it is supposed to work ideally, and then how it often works – or fails. Here we concentrate on the dissemination part of the process, as the whole point is usually to produce something that the industry can use. Before that, let's look into the whole project flow.

Research projects in the field of software engineering in Finland are traditionally started by a research group developing a research idea, writing it into a research project plan and then asking potential companies whether they would like to participate. Participation may have several levels, including having a case study in the project or just joining the steering group. One part of this is the provisioning of funding to the project. The funding agencies usually fund the project only partially (50-70 %) and while the research institute provides some internal funding, industry will usually need to come up with at least 10 % of the budget (all numbers are illustrative, not necessarily accurate). The exception for that is mostly strategic scientific research that does not yet aim at industrialisation. Besides aiding in the collection of the necessary funds, funding from the industry also proves the commitment of some companies to the project's execution and a serious expectation of added value from the project.

The means of industry's participation are varied. Sometimes the companies act as equal participants with their own sub-project or a case study for the researchers to assess their ideas. Case studies are usually private and the company decides what is published about them. In the case of tool development, they may involve gathering requirements for the tool in the special case of the company, tailoring the tool prototypes to support the company's workflows, data and integration to other tools and carrying out its piloting in the company, including targeted training in the company.

The companies usually have a member in the steering group of the project. Steering groups are usually composed of representatives of the research unit, the funding agency and the companies. Steering groups are a collaboration forum where the progress of the project is monitored and decisions about steering it are made. Often the decisions are related to schedule and details of the work packages, but when aiming for agility in longer projects, steering groups provide a mechanism for deciding larger changes in the scope of the project – after all, it makes no sense to do research and create tools that are no longer needed, if technology or another element has changed. Researchers are sometimes invited as a group to the steering group meetings, as that allows them to hear the views of the companies directly. That has been the usual practice in most of our tool development projects.

A technical advisory group is sometimes used, composed of experts from companies. Its task is to carry out deeper technical discussions and perhaps coordinate development. Private or public project seminars are often arranged. In the seminar, case studies and research results are presented. Presentations and seminars are sometimes also held in the participating companies' premises for their personnel.

Figure 1 shows the traditional model of research dissemination in how it is ideally thought to happen.
Let’s look into the dissemination part of the project. The research project will produce results, which are assumed to be scientific by nature, as they are produced by a research unit. Therefore they are expected to be assessed by the scientific community, and are mostly published in scientific venues, preferably the more respected ones. The idea is that the produced ideas are also assessed by industrial companies that would use the ideas in their processes, and possibly by companies that would productise the ideas. Those companies would take the ideas and tool prototypes and turn those into commercial, useful and reliable products and bring those to market for all companies to use, thus helping the whole industry get better tooled and more productive in their business. Also, the case study companies would continue to use their prototype systems, evolve them and work as influencers in their local markets, helping the adaptation of the ideas and new types of tools, even ones that utilise a new paradigm (such as model-based testing). Additional public dissemination during the project will be done in varying amount by semi-public and public seminars arranged by the project and non-scientific publications.

However, things don't always work that way. Figure 2 shows the often seen practice being not quite the ideal it is expected to be.
There are numerous problems in that type of research. Recently (2014-2015) there has been plenty of discussion in the media about the state of research publications and how they are rarely read. That is because they are mostly published in closed channels, and someone who would like to read a paper would need to buy it, which would involve dealing with company bureaucracy – getting permission to buy and having someone do the buying using the company’s credit card, usually including creation of an account on the publisher’s site. That means that the ideas are not communicated to the industry. It may be that of the participants of the project, the publications are read only the authors at most a couple of other people. This is a common problem in all research. Every couple of years this issue is raised up in media and social media, such as by Eveleth (2014) and Rehmer (2014). Also, in 2014 a former study made in the University of Indiana was raised up (Meho 2006) that states bluntly: “(…) as many as 50% of papers are never read by anyone other than their authors, referees and journal editors”. Of course the actual numbers vary, but the situation is quite alarming. Now the research funding institutes are starting to take action and beginning to require open access publishing from the projects they fund. If Finland, Academy of Finland (2015b) requires that “(…) Academy-funded projects commit to open access publishing. We urge projects to make their research data and methods freely available. A plan on open access publishing and open data must be outlined as part of the research plan.” This should help future projects in their dissemination.

Related to that is the problem that for historical reasons researchers do not publish their findings using blogs or other self-controlled media, and if they do, they will often just write about the existence of the results. Communication requires repetition to succeed. Re-publishing results is hindered by the first publishers wanting copyright to the papers, which is quite often understood too tightly to mean the substance and not just the paper as it is published (mostly the form and text verbatim). After publishing the results are forgotten, because there are no resources for implementing the results in practice or developing them further.

The participants of the project will get some information about results during their participation, but the industrial participants do not often have sufficient time to study the areas under research due to their daily jobs, not to mention participating in the research and any experiments in it. Sometimes the results are disseminated to the industry along with the researchers who at some point find a job in the industry. But for that to bear fruit, they should be able to find jobs where they can apply and develop the results further.

The division between researchers and practitioner exist, even though case studies and technical collaboration groups are sometimes used. Agile steering and serious critique on the approaches of the project may be lacking, making the results less applicable in practice than desired. Also, the clearly defined use cases in case studies do not allow for a proper “fuzzy front end” for the development.
As noted earlier, both the researchers and the practitioners need some critical elements for the collaboration to succeed: competences, motivation and an opportunity to do good work. In the traditional project model, the competences are based on choosing the right people for the collaboration. Steering groups do not necessarily have the best competences if the tool under development is disruptive (such as utilising a new testing paradigm). Direct contacts between researchers and practitioners are always needed to support technical decisions. For those contacts, case studies, workshops or something else, people should be selected who really have a motivation to take the issue at hand forward. Then we come to the opportunity part. Companies may not always have plans for implementing the developed technologies or using the tools under development and correspondingly the experts assigned to the project may not have sufficient resources allocated for collaboration with the researchers. Note that this kind of development would benefit from the participation of the best experts of a company and those usually have their time fully allocated for the company's own tasks.

The prototypes may be difficult to turn into products, for various reasons. They may even be made quite immature due to the requirements of the funding agency, which may just want the research to produce a proof of concept (a version that shows that the ideas are really working) and let the companies do the rest. Ideally, research could produce a developable open source product which others could just "fork" and start developing further. The products may be published under an open source license, but may be technically too immature to enable productising. They may have a complex architecture, a user interface with lacking usability, fragile source code that has not been tested properly, undocumented source code – all these are common types of “technical debt”. Sometimes the specification or the prototype implementation is simply done only halfway due to time running out in project and no mechanisms for continuing the work.

This situation is as should be expected, because researchers are not professional software developers (although they may be excellent programmers and have other product development skills). Clearly there could be opportunities for using the skills of software development professionals in the research project from early on.

Due to the nature of the prototypes, the productisers would usually need to rewrite the whole product and that may not be a viable option when the size of the market is small. This has been more problematic because a viable business case has been hard to find since the turn of century when open source tools started becoming mainstream in the testing tools market. This means that companies are not willing to pay for testing tools as readily as before, as they can today just download good tools from the web – just think of JUnit (JUnit 2015), Selenium (SeleniumHQ 2015), Robot Framework (Robot Framework 2015) and others.

### 3.3 Evolutionary version of the traditional model

These problems were understood by all participants in the dissemination system. Tekes, the Finnish Funding Agency for Innovation, (Tekes 2015), the most important funding agency in Finland for projects of this kind, took an evolved model seen in Figure 3 into use in 2011. The funding agency does not define the detailed structure of the model, just the elements of participation and the defining elements of managing the process. The rest of the elements are a cultural convention based on how the participants see such a process should be executed. Thus, the figure is the authors' interpretation of the reality. It should be noted that there are various actual project types where the details will vary and the situation will also evolve every year. The synthesis here is adapted into a form that suits the setting of practical tool development oriented research projects and presents its essential processes and phases.
The main idea for improvement is that a commercialising should be planned in the project from its start at least. That would mean that dissemination of the results and bringing the tools to the market would be considered from the very beginning instead of when the project has ended. During the recent years there has been an emphasis on finding new businesses and creating disruptive innovations to build those, so ideally the projects should find a unique new tool concept and not only a better version of an existing approach. Of course, finding novel concepts is exactly what is expected of research institutes.

For the commercialising to happen successfully, an expert party should be involved in the project, as the researchers are not expected to have such competences. Both expertise in business and plans for the actual commercialisation are needed. The expertise as such could be in the form of an external consultant. A company that would commercialise the product could take several actions during the project for that to succeed. First, it could do market research about customers' preferences. During the development, it should demand good architectural choices and documentation that would enable professional software developers to continue the work of the researchers. It could demand user studies and close collaboration with case study companies to ensure that the tool will meet real needs and fit in actual practices in companies. Furthermore, it should promote dissemination early and spread the word about the new approach in the market or the utilising communities. That company could be a software tool manufacturer or a new start-up built especially for commercialising the tool under development.

Of course this model may have its problems. It may lead into market oriented thinking overriding radically new ideas and innovations. The model is just the traditional model with some additions and simple additions do not address the deeper problems in actually carrying out constructive research. The expected collaboration is mostly positioned on the high level of the project, into its focusing and steering, but could ideally also influence the more detailed design. It should give additional value to planning what should happen to the prototypes after the research, and that is absolutely important. The change into this model is still ongoing. However, there could be alternatives and we will present one of them next.
4. A new approach: community integrated tool research

During the past ten years, the landscape of tool development has changed. It is now not that usual for a company to develop a testing tool and bring that to market. More often the case is that enthusiastic practitioners develop a tool as open source, or a company's internal tool is published as open source, and that tool slowly gains momentum and becomes a force in the market. Professionals need good tools with flexible licensing and perfect fit for their testing workflows. Self-made tools make more sense than before, because such tools start as tightly focused, small tools (compared with the culture of commercial tools). Publishing them as open source makes also sense. A community may grow, bringing more resources to the development of the tools, perhaps bringing the original developers new functionality "for free" that they might need for testing the next generation of their products. This idea of open sourcing the developed tool applies for research-developed tools too. For example, it has been a wish that a community could be created around the TEMA Toolset developed at TUT, but even starting the community would require monetary resources that do not currently exist.

The main motivations for this model are:

- A need for faster tool development and faster dissemination. Using the traditional models, tool prototypes are old-fashioned when they are implemented.
- A response to the current ways of producing software products, which is organic and led by communities and individuals instead of large software houses.
- A need to involve more people with the development of tools.
- A need to bring new interaction between research and industry, to handle the current complex world and to make the researchers more knowledgeable of the real needs of the tool users.

So, to bring the tool research up to date with the current way of developing software, we present a community integrated model of tool research, see Figure 4.

Fig. 4 The community integrated model of constructive tool research and dissemination [Editor: File: Fig_4.eps]
The main idea is to involve future users with the tool research early on. Active professionals are invited to an open community that would be in communication with the researchers continuously. Ideas of the new approach to be implemented are discussed in the community between researchers and professionals. Tool ideas are assessed in discussions. The community can try tool demonstrators and prototypes and can test them, suggest improvements and provide alternative implementations. This interaction would lead into a natural growth of the tool in the right direction and for a group of first user population of the tool.

The first-level users are "innovators" in the traditional view of how innovations flow through populations (Rogers 2003). They will be active in other communities and the knowledge of the new tool would spread in an organic way. Usually, the kind or professionals who would participate are against commercialism, and therefore it is important that the development marketing of the new tool is done without the participation of commercial entities. They will provide a connection between research and practitioners’ needs that is not predetermined, but allow for the agile emergence of application ideas and "testing" of various new opportunities. This will happen in situations where:

- Different kinds of people can connect with each other in a meaningful way and exchange ideas to and from research and practice. Personal connections (even virtual ones on a forum) will make it possible to transfer knowledge, opinions and tools fast and directly. Practitioners will not need to buy research papers or search the Internet.

- Communication can be continuous, but also rhythmic as needed, in the form of more structured session.

- Scope of collaboration can vary from group discussion to private communication.

- Ideas can be bounced between people until they find a spot where they can be developed, or else they will be put aside for a while (perhaps turning back into the deeper research to evolve them a little, fixing the deficiencies).

- There is an opportunity to start taking development further, perhaps just a small part, perhaps even on a larger implementation. The opportunity meets a want in both parties’ minds, which is a necessary precondition.

- The collaboration is mentally open and free with no formal commitments and minimal exchange of money. When the commitment is personal, based on interest and personal needs and goals, it is true and will more easily lead to action.

Winning over the innovators will not guarantee the later success of the tool, but it is a necessary precondition for the success. The most critical phase is to get the tool into use by the larger population that requires a more mature product (good robustness, good usability, no tailoring in common tasks), and that is a very demanding task. One way to tackle it is stepwise development with the early users who know the practical demands of their testing workflows, practices, workplaces and business contexts. That knowledge can, with good designing, be extrapolated for the larger market.

Kilamo et. al. (2015) note that development work requires communication, coordination, cooperation and collaboration and this arrangement should provide a good environment for all of those. This is a mental space, but necessarily supported by virtual or physical spaces as well. Virtual spaces are common nowadays in the form of net forums and collaboration tools. Physical spaces can usually be arranged only rhythmically, due to costs, but obviously, if funding allows and there is a high volume of collaboration, even permanent spaces could be arranged. Communities of open source development have been studied recently a lot. The research setting in this article is quite close to those communities in its characteristic. Kilamo (2014) defines four essential main elements in the open source communities: people, purpose, product, policies and platform. It is essential to define the policies and make them clear for everyone, especially the rules regarding the interface between science and practice and the rules for influencing the product, and the roles of the participants. The platforms are the digital working and collaboration spaces (containing code repositories, discussion forums, voting tools, project desktops and so on). They are essential for managing the various works-in-progress, packaged configurations and enhancement suggestions. They should also provide a true working space, a true collaboration space.

The roles of the participants need clear definitions too. According to Kilamo (2014), often in the open source development the roles can be, from the most critical core to the less critical roles: project leader, core developers, active developers, peripheral developers, bug fixers, bug reporters and readers.

In the setting of this article, the roles can be similar, but with some critical differences. The project needs a leader. In research projects, there is always a project manager. In addition to pure developer roles, there needs to be roles related to the science part. Running the joint community really requires a role that focuses on coordination between science and implementation. We can call that role "coordinator". It would likely contain the role of community manager, as we don't want too many roles. Here we should only define the key roles for industry, which could be "development contributors" – people who really add to the product, and “advisors” – people who have no development skills or other deep technical competences, but who wish to monitor the progress closely, be part of the community and give advice. Of course, the non-developing pilot users in companies should be part of the community.
In summary, the list of roles could be like this:

- Project manager.
- Scientists.
- Coordinator.
- Core developers, who are most likely researchers, but could be from industry.
- Development contributors ranging from active developers to less active ones.
- Pilot users.
- Advisors.
- Readers.

Critical for the success of the research project are proper skill sets in the roles, so let's recap those. The imagined subject area being the development of a new type testing tool based on computational theories.

The project manager will manage the overall project, and thus, managerial skills are required. She may also be a development manager, if such special role is needed, and look after the development processes, deliverables and their deployments.

The scientists should be proficient in doing research and science, and in the theories applied. Of course, they need to know testing sufficiently well, to understand its goals and current ways of doing testing. Some researchers can stay purely on this side, in order to be able to really concentrate on the "hard" issues, such as new algorithms.

The coordinator will look after the activities of all parties, monitor the success of interaction and see that obligations are met. She may also be a community manager who manages user rights on digital platforms and helps solve conflicts.

The core developers will be tool builders by nature. They are people who can take ideas and turn them into usable programs. The core developers on the researcher side will be good on the theories, but also able to turn them into maintainable programs in collaboration with others. They need skills for eliciting opinions, requirements and ideas from the practitioners and skill in practical software engineering (such as understanding architectures, using version control and similar). They are the key interface between theory and practice. Core developers on the industry side will again be people who like to build things. They will in this case be people who build testing tools for themselves or their companies and are very much interested in implementing new ideas – if they see value in them. They will be good at practical software development. They know testing well and have deep understanding about the requirements for the tools in real life use. They wish to see things getting done.

The development contributors, who will not be developing themselves, will most likely be testing experts and tool users who are interested in the development and like to steer it and contribute with their knowledge about testing contexts: practices, tool requirements, tool integration, competence requirements and so on. Some will be focused on test automation, some are generalists, and some are something else.

The pilot users are people who will mostly just test prototypes in their organisations. Some of them will be development contributors at the same time and will act on that role publicly in the community's forums and privately in the context of their case. They will have the competence of a testing practitioner.

The advisors will be trusted people who will not participate actively, but give their views perhaps in reviews or by other requests. They should have a high competence level in the fields they are advising on.

The readers are just followers of the project, who may join the conversations at times, but mostly just follow it passively. Their competence will vary wildly and is not required for the success of the project.

This approach supports the most important general ideas in agile software development as described by Beck et.al (2001), Cockburn (2007) and Martin (2003). Collaboration is emphasised and seen as a critical element. The community does not work by contracts, but by voluntary participation and contributions. Reality of the implementation of the software is emphasised. For the practitioners, the theories have no value if they are not beneficial in real use. That will lead the researchers to assess the theoretical ideas and their application. This reduces the danger of researchers falling in love with ideas that have no relevance in the real world. Due to the continuous exchange of ideas, re-focusing the tools and tailoring their features is possible. The practitioners may even be able to do their own versions of the tools.
This is one way to achieve tools that a) meet real needs of their users and b) will have real users as early as possible and c) will have a committed community to lead the development into an industrial grade product. It is also possible to develop a whole activity system around the tool, not just the tool. Tools do not live in isolation. They need around them an overall context (formed or emerged) consisting of ideas about:

- Who will be using the tool? In the case of testing tools, are the users generic testers, special expert testers of some kind, or perhaps developers?
- For what purpose it will be used? Why in general would the tool be used?
- In what contexts, situations and environments it will be used? What are the main domains, test types, phases and situations in the development process and the information needs the tool is to fulfil?
- What are the actual ways of using it? What are the practical workflows like? How is the tool integrated into toolchains?
- What are the expected benefits of the tools? Is it better than some current approach? Can it replace some other tool type? Can it supplement something? Cost, effort issues etc.
- What are the associated risks of using it, including over-reliance on the tool?

Those ideas or specification will form the concept for the activity system. The collaboration will be crucial for defining all of these elements. Those are essential not only for the development of the tool, but for the dissemination: the thing that is disseminated is the whole concept of using the tool. That seems to be something that tool developers are only gradually learning.

Still, there is a division between research and the community. The research part will continue to carry out theoretical research in a project continuum and will not be hindered by running after the daily needs of the community. That research will be aided by the feedback loop of the community and the proof it provides from the latest implementations. The research group will need to have people who can start and run the community (to be a community manager) for this to succeed and that is a requirement and a skill set that does not often exist, but needs to be built. So, there are different roles in the research group; some more concentrated in the theoretical work and some more focused on the community and practical issues.

5. Assessment of the community integrated model

In this chapter we assess the proposed community integrated model from various viewpoints. First, we take a look into its general characteristics, then the expected effects on the quality of the tools is assessed, and finally we discuss the effects on the dissemination of the tool to the industry.

5.1 General characteristics of the model

The proposed model has some clear differences with the traditional type of constructive research. This approach is compared with the traditional one in Table 1. A comparison of this kind is illustrative and always somewhat a caricature.

<table>
<thead>
<tr>
<th>Characteristic</th>
<th>Traditional model</th>
<th>Community integrated model</th>
</tr>
</thead>
<tbody>
<tr>
<td>Idea of the best way to do constructive research</td>
<td>Defined by the structures based on national scientific strategy</td>
<td>Depends on what we are researching. Depends on context. There are many best ways and the community can self-direct to it.</td>
</tr>
<tr>
<td>Word view in research</td>
<td>Researcher’s main paradigm defines the world</td>
<td>Systemic, multi-paradigmatic, holistic. Produces benefits for the community.</td>
</tr>
</tbody>
</table>
We can see that the model should support a more modern approach to tool development and produce overall process benefits by enabling faster development into usable and assessable tool version. That is very crucial, as the main ideas – the theory and the tool concepts – can be tested fast. When the people who are collaborating understand the value of the ideas and have a mutual understanding of the main characteristics of the tools, they can be further developed for many use cases and in many environments. That is critical for any practical tool for today’s market. A community-based activity can also self-define the working methods, but they are expected to form around some agile types, such as the ones based on rhythmic development as in Scrum (Scrum.org 2015). However, there is special emphasis on protecting the core theoretical research and finding good roles for many types of researchers where they can use their skills and orientation as fully as possible. The dualism of the model is an important distinction.

In order to further analyse the benefits of the model, we used a model for the context of human work used in action research (Engeström & Miettinen 1999) as a template. The core element of the model is the concept of an activity system that consists of seven essential elements. The (1) subject is the person who does the work, in this case the tester. She does the work on some (2) object, such as a system under test, which results in (3) outcomes, which often are information about defects or a tested software version. She uses some (4) mediating artefacts or instruments in that work. They can be testing tools, test systems, data and documents. The work is carried out in a (5) working community – a team, an organisation. In that community there is a (6) division of labour – the tester does some things, the managers and developers other things, based on their jobs and roles. All this is guided by (7) rules, which include non-written organisational norms, process instructions and cultural conventions. The idea is that in an activity system there needs to be a balance between these elements and if one of those is changed – by process improvement or some other reason – the others need also be assessed to regain this balance.

The analysis below shows the benefits and potential problems of the new activity model. The potential problems include things that can be influence in the design of any particular community.

The main benefit for the subject (which can be a person or a team) is that each person can utilise her best skills. There is a place for many kinds of people who complement each other. However, some scientists may find this model difficult, but this should be rare nowadays.
As for the mediating artefacts (the tools and methods used in the development), it can be seen that a richer set of methods and their users can be utilised to tackle the software engineering issues. Still, there is a danger that development gets too method and tool oriented with the cost of less work on ideas. Methods must be easy for the researchers so they can concentrate on their method set.

The object is the product, the tool under development. All aspects in the product get care from persons who are qualified for the task (e.g. theoretical parts from researchers, practical requirements and steering for design from practitioners), thus there is potential for good overall quality and a good basis for continuous development after the funded project. There is a danger that theoretical work can get diluted due to a too dominating community, but there are structures for handling that.

For the outcome, the goals of development, we can assess that the practical goals get the priority they need for the results to be usable. For that to happen, the practical goals need to be articulated and they need to be brought to critical discussion. That requires good coordination of the community activities and practices for gathering the needs and ideas from the practitioners. If the community has participants from various contexts, the goals will be balanced and will support dissemination to various types of use. Again, there is a danger that theoretical goals can get diluted due to a too dominating community.

An important element of the activity system is the community. A true community gives motivating energy to all participants. Participation in it is based on interest, not representation of a party. There are many roles available and all who are interested can find a suitable role. A well-formed community by default continues working together after the funded project stops. However, forming a community and maintaining it requires special skills and there should be very serious emphasis on that.

5.2 Quality effects on the tools produced

The quality should generally mirror that of generic open source communities, where there obviously are variations as some projects are more quality-driven than others and some have more proper quality practices in place (such as testing processes and acceptance processes for any modification). Technical quality (especially functional quality and maintainability) should start at prototype level and improve if the tool designs in various implementations converge. Usability is often seen a weak spot in open source products (Nichols & Twidale 2003, Andreasen et. al 2006), because the developers develop for themselves and not the average user and because usability experts don’t often participate in the projects. That problem remains here, and usability should get proper attention when the tools are gaining wider interest outside the first phase community. Any quality assurance practices should, however, have a secondary priority in relation to the factors that help in forming the community and can emerge in the community as it gradually forms.

There are many foreseeable benefits for the quality from the community integrated model compared to traditional research settings. The quality characteristics are assessed here using the ISO/IEC 25010 quality model (ISO/IEC 2011), which is a generic quality model and quite widely used for purposes of this kind.

The functional suitability should be improved due to various use cases in testing and development and the open source approach. Performance efficiency is about the characteristics about the relationship between the level of performance of the software and the amount of resources used. It should be improved due to various test environments. Compatibility between other software and hardware should be greatly improved due to various test environments. Usability is expected to be improved due to many developers, even if usability experts would not participate in the process. Reliability of the tool should be improved due to various use cases and the general volume of testing. Security improvements to the tools may vary, depending on the tool type, its security challenges and security skills of the participants. Maintainability should be improved, as the community development leads to modular design and control practices for it to succeed. Lastly, portability of the tool to different platforms should be improved due to various test environments and workflow integrations in those.

Overall, the effects on quality from the community integrated model should be very positive.

5.3 Effects on dissemination

The first requirement on the dissemination of the tool and its related practices is that they really provide better value than any alternatives. We noted in the previous section that better quality and thus greater value should be expected.
The dissemination of any open source tool is dependent on a strong community that develops the tool and makes it visible in the larger user population. That is not easy and can fail. Traditionally, a community is an afterthought realised when the project ends and more based on hope than any actions. But when the community is carefully built from the beginning, there is much more hope of making it a living, organic, growing entity.

When that succeeds, the dissemination is not done by “marketing”, but by building the visibility and reputation of the tool in a grass-root manner. The participants of the community will use the tool in their environments and as they are likely to be active persons, even opinion leaders, their choice will affect others in their circles of influence. The participants of a digital community will be active in other Internet communications and sometimes in the physical activities of the tester community and will make the tool and its benefits visible in those channels.

A tool that has a growing user base will attract commercial actors who may build supporting services around it. Those include training for companies, general consulting, tailoring the tool for any special workflows and environments and other services. It is also possible to create special commercial versions of the tool, should its chosen license allow for it. Both types of commercialisation are an opportunity for existing companies and also for a start-up built by the researchers. This kind of dissemination suits well software products such as testing tools used and bought by experts. They relate today more to the voluntary recommendations in the communities than to the marketing claims of manufacturers.

All in all, the dissemination processes match the realities and opportunities of today’s ecosystems for testing tools. Still, any successful dissemination is uncertain, but at least the project model presented by its main characters gets the dissemination process started, in a cost-effective way. Without starting it, there is no hope of succeeding.

6. Discussion

In this article, the current problems of constructive research are presented. They are rooted in the traditional scientific practices that have clear deficiencies from the viewpoint of how any software tools should be developed by current knowledge. Clearly, there are possibilities for a new type of research project model. The one presented uses ideas from open source communities and agile development and aims to improve the collaboration between researchers and industrial practitioners. That should improve the quality of the produced prototypes and produce a flow from theoretical ideas into various implementations. That makes it possible to thoroughly assess the new ideas in context and start wider dissemination, if the ideas are shown to be worth it – research always has a risk that the ideas may not be as good as the researchers thought in the beginning.

The model is not just a copy of how open source communities work. One of its main characteristics is the differentiation of the theoretic context and the practical context. Research always needs a possibility for researchers to concentrate on the hard technological issues. Without the differentiation, research is in danger of being diluted.

The main motivation for the development of the model is to produce a continuum of development where the prototypes will be turned into implementations that would spread in wider use by the community’s processes. That should help in reducing the gaps in current practices. Yet we must remember that making a community work is hard work and requires special skills and it is never sure that a community will really form and grow. But when that succeeds, the new approach can spread into the industry and also offer opportunities for commercialisation in the form of services and specialised tool versions.

The ideas presented were based on reflection of past projects and shared in a wish that they would give ideas for those who are thinking of similar process developments and thus renewing the culture of constructive research in the field of software engineering. The ideas should also not be restricted to the development of testing tools, but should be applicable in the development of various kinds of tools.
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